**3.STACKS AND QUEUES**

**Stack data structure:**

* A stack is a linear **OR** non-primitive list in which insertion and deletion operations are performed at only one end of the list.
* A stack is **Last in First out (LIFO)** Structure.
* A stack is a linear data structure in which elements are added and remove from one end, called top of stack.
* **For example of stack** is, consider a **stack of plates on the counter in cafeteria**, during the time of dinner, customer take plates from top of the stack and waiter puts the washed plates on the top of the stack. So new plates are put on the top and old one yet bottom.
* Another example is **Railway Shunting System.**
* Application of stack is **Recursion, Stack Machine, Polish notation.**
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**Figure: Stack (vertical representation of stack)**

* The operations on the stack are represented by using vector consisting of number of elements.
* **The insertion operation is referred to as a PUSH** operation and **deletion operation is referred to as a POP operation**.
* The most accessible element in the stack is known as a **TOP** element and the least accessible element in the stack is known as a **BOTTOM** element.
* Since, the insertion and deletion operation are performed at only one end of the stack the element which is inserted last in the stack is first to delete. So stack is also known as ***Last in First out*** **(LIFO)**.

**Operations on Stack:**

1. **Push**: The operations that **add an element to the top of the stack** is called **PUSH** operation. It is used to **insert an element** into the stack.
2. **Pop**: The operation that **delete top element from the top of stack** is called **POP**. it is used to delete an element from stack
3. **Peep:** it is used to **retrieve ith element from the top of the stack.**
4. **Change**: it is used to **change value of the ith element from the top of the stack.**

**Algorithms for Stack Operation**

**(1) Algorithm for PUSH Operation.**

* In push operation, we can add elements to the top of the stack, so before push operation, user must check the stack, it should not be a full.
* If stack is already full and when we try to add the elements then error occurs. It is called **“Stack Over Flow”** error**.**

**PUSH(S, TOP, VAL)**

* This algorithm insert an element X to the top of the stack.
* The Stack is represented by vector S which contains N elements.
* TOP is a pointer which points to the top element of the Stack.
  1. **[Check for stack overflow]**

If TOP >= N then

Write (‘Stack Overflow’)

Return

* 1. **[Increment TOP]**

TOP = TOP + 1

* 1. **[Insert Element]**

S [TOP] = VAL

* 1. **[Finished]**

Return

**(2) Algorithm for POP Operation.**

* In POP operation, we can delete or remove an elements from top of the stack, so before pop operation, user must check the stack, stack should not be a empty.
* If the stack is empty, and we try to pop an element, then error occur. It is called **“Stack under Flow”** error.

**POP(S, TOP)**

* This algorithm removes an element from the Top of the Stack.
* The Stack is represented by vector S which contains N elements.
* TOP is a pointer which points to the top element of the Stack.
  1. **[Check for the Underflow on the Stack]**

If TOP = 0 then

Write (‘STACK UNDERFLOW’)

Exit

* 1. **[Decrement Pointer]**

TOP = TOP - 1

* 1. **[Return former top element of the stack]**

Return(S [TOP + 1])

**(3) Algorithm for PEEP Operation.**

**PEEP(S, TOP, I)**

* This algorithm returns the value of the ith element from the Top of the Stack.
* The Stack is represented by vector S which contains N elements.
* TOP is a pointer which points to the top element of the Stack.
  1. **[Check for the Underflow on the Stack]**

If TOP – i + 1 ≤ 0 then

Write (‘STACK UNDERFLOW’)

Exit

* 1. **[Assign the ith element from the TOP of the Stack]**

X🡨 S [TOP – i+ 1]

* 1. **[Return value]**

Return (X)

**(4) Algorithm for CHANGE Operation.**

**CHANGE(S, TOP, VAL, i)**

* This algorithm changes the value of the ith element from the Top of the Stack by X.
* The Stack is represented by vector S which contains N elements.
* TOP is a pointer which points to the top element of the Stack.
  1. **[Check for the Underflow on the Stack]**

If TOP – i+ 1 ≤ 0 then

Write (‘STACK UNDERFLOW’)

Exit

* 1. **[Change ith  element from the TOP of the Stack]**

S [TOP – i+ 1] 🡨 VAL

* 1. **[finished]**

Return

**Operation:**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **PUSH 100(top=1)**   |  | | --- | | 100 | | **TOP** | |  | |  | |  | | **PUSH 200(top=2)**   |  | | --- | | 200 | | 100 | |  | |  | |  | | **PUSH 300 (top=3)**   |  | | --- | | 300 | | 200 | | 100 | |  | |  | | **POP(top=2)**   |  | | --- | | 200 | | 100 | |  | |  | |  | | **POP(top=1)**   |  | | --- | | 100 | |  | |  | |  | |  | | **PUSH 1000(top=2)**   |  | | --- | | 1000 | | 100 | |  | |  | |  | |

**Application of Stack**

There are three main application of stack:

**(1) Recursion:**

* **Recursion** means function call itself.
* Itis the technique of defining a process in terms of itself.
* Stack is widely used in recursion because of its Last in First out Property.
* In terms of C language the function calling itself is known as recursion.
* There are two types of recursion:

(1) Primitive Recursive function: Example Factorial Function

(2) Non primitive Recursive function: Example Ackerman’s function **(not in your syllabus).**

* **Primitive Recursive function:**
* Primitive Recursive function is known as recursively defined function.
* For Example

The factorial function is defined as:

1 if N = 0

FACTORIAL (N) =

N \* FACTORIAL (N-1) otherwise

* **Non primitive Recursive function:**
* Non primitive Recursive function is known as recursive use of the function.
* For Example

The Ackerman’s function is defined as:

N + 1, if M = 0

A (M, N) = A (M-1, 1), if N=0

A (M-1, A (M, N-1)), otherwise

**(2)** **Evaluate polish notation:**

* There are basically three types of polish notation:

1. **Infix (B) Prefix (C) Postfix**

* When the operator**(+)** exists between two operands**(A & B)** then it is known as Infix notation.**(e.g. A+B)**
* When the operator**(+)** are written before their operands**(A & B)** then it is known as Prefix notation**(Polish notation)**. **(e.g. +AB)**
* When the operator**(+)** are written after their operands**(A & B)** then it is known as Postfix notation**(Reverse polish notation)**. **(e.g. AB+).**
* Stack is widely used to convert infix notation into prefix or postfix notation.
* One of the major uses of stack is a polish notation or polish expression.
* The process of writing the operators of an expression either before their operands or after operands are called the polish notation.

**Rules for converting infix notation to prefix/ postfix**

1. The operations with heights precedence are converted first and then after a portion of the expression have been converted to postfix.
2. It is to be treated as single operand.
3. Take only two operands at a time to convert in a postfix from like A+B🡪 AB+
4. Always, convert the parenthesis first
5. Convert postfix exponentiation second if there are more than one exponentiation in sequence then take order from right to left.
6. Convert in to postfix as multiplication and division operator, left to right.
7. Convert in postfix as addition and subtraction left to right.

**Example:**

* **Convert infix into POLISH notation (Prefix).**

|  |  |  |
| --- | --- | --- |
| 1. **(A + B) \* C**   = (+ A B) \* C  = \* (+ A B) C  = \* + A B C | 1. **(A + B ) \* (C + D)**   = (+ A B) \* (+ C D)  =\*(+ A B) (+ C D)  =\* + AB + CD | 1. **(A-B)+C\*A+B**   =-AB+C\*A+B  =-AB+\*CA+B  =+-AB\*CA+B  =++-AB\*CAB |
| 1. **(B\*C/D)/(D/C+E)**   =(\*BC/D)/(D/C+E)  =(/\*BCD)/(D/C+E)  =(/\*BCD)/(/DC+E)  =(/\*BCD)/(+/DCE)  =//\*BCD+/DCE | 1. **A\*B/(C+D-E)**   =A\*B/(+CD-E)  =A\*B/(-+CDE)  =\*AB/-+CDE  =/\*AB-+CDE |  |

* **Consider the following example**

**a + b / c –d \* e where a=10, b=6, c=2, d=8, e=13 It is evaluated as follow**

Step: 1 10 + 6 / 2 – 8 \* 13

Step: 2 10 + 3 – 8 \* 13

Step: 3 10 + 3 - 108

Step: 4 13 - 104

Step: 5 - 91

**Example: converts following arithmetic expression into REVERSE POLISH notation (Postfix).**

|  |  |  |
| --- | --- | --- |
| 1. **A \* B / C +D**   = [AB\*]/C+D  = [AB\*C/] +D  =AB\*C/D+ | 1. **C\*B\*A/D**   = [CB\*]\*A/D  = [CB\*A\*]/D  =CB\*A\*D/ | 1. **(A-B)+C\*A+B**   = [AB-] +C\*A+B  = [AB-] + [CA\*] +B  = [AB-CA\*+] +B  =AB-CA\*+B+ |
| 1. **(B\*C/D)/(D/C+E)**   = ([BC\*]/D)/(DC/+E)  = [BC\*D/]/[DC/E+]  =BC\*D/DC/E+/ | 1. **A\*B+C\*D+E\*F**   =[AB\*]+C\*D+E\*F  =[AB\*]+[CD\*]+E\*F  =[AB\*]+[CD\*]+[EF\*]  =[AB\*CD\*+]+[EF\*]  =AB\*CD\*+EF\*+ | 1. **A\*B+A\*(B\*D+E\*F)**   =A\*B+A\*([BD\*]+[EF\*]) =A\*B+A\*([BD\*EF\*+]) =[AB\*]+A\*[BD\*EF\*+]  =[AB\*]+[ABD\*EF\*+\*] =AB\*ABD\*EF\*+\*+ |
| 1. **A\*B/(C+D-E)**   =A\*B/([CD+]-E)  =A\*B/[CD+E-]  =[AB\*]/[CD+E-]  =AB\*CD+E-/ | 1. **A\*A-B\*B**   =[AA\*]-B\*B  =[AA\*]-[BB\*]  =AA\*BB\*- |  |

**(3) Stack Machine:**

* Stack Machines are also used to evaluate polish notations.
* Two example of the stack machine are PDP-11 and B5000. These machines are well suited for stacking local variables and parameter that arise in the function call.
* Stack machines provides faster execution of polish notation.

**IMPORTANT QUESTIONS(Asked question in the GTU Exam)**

1. Discuss Stack characteristics and Write PUSH and POP algorithms.
2. Write Infix, Prefix, Postfix notations with a suitable example. Also mention Operator precedence associated with it.
3. What is Stack? Explain Stack operations.
4. Convert following expression into the postfix notation:

(i) a+b\*(c/d)-e

(ii) (a\*b) \* (c^(d+e)-f)

1. List application of stack? Explain any one in detail? Convert x\*(c+d)+(j+k)\*n+m\*p into postfix expression.
2. Give trace of conversion process of following infix string to reverse polish expression. a+b\*c-d/e\*f.
3. (i) Convert following algebraic expression into reverse polish notation:

(a) (a\*b+c)+(d\*e/b) (b) (a+(b\*c-(m/n$p)\*t)\*s

**Queue**

* A queue is a linear list in which insertion is performed at one end called rear end and deletion is performed at another end of the list called front end.
* The information in such a list is proceeds in the same order as it was received.
* Since insertion is performed at one end and deletion is performed at another end the element which is inserted first is first to delete. So it is also known as ***First in First out (FIFO)*** or ***First Come First Serve (FCFS)*** data structure.

![](data:image/png;base64,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)

**Examples of Queue**

* 1. A raw of students at registration counter
  2. The bullet in a machine gun.(you cannot fire 2 bullets at the same time)
  3. Line of cars waiting to proceeds in some direction at traffic signal

**Application of Queue**

* A queue is the natural data structure for a system to serve its incoming requests. Most of the process scheduling or disk scheduling algorithms in operating systems use queues.
* Computer hardware like a processor or a network card also maintain buffers in the form of queues for incoming resource requests. A stack-like data structure causes starvation of the first requests, and is not applicable in such cases.
* A mailbox or port to save messages to communicate between two users or processes in a system is essentially a queue-like structure.
* Queue is widely used in Simulation.

**Algorithms for Queue operations**

**(1) Algorithm to insert an element in queue**

**QINSERT (Q, Front, Rear, N, Val)**

* This function insert an element into the queue
* The Queue is represented by vector Q which contains N elements.
* Front is a pointer which points to the front end
* Rear is a pointer which points to the rear end
* Y is the element to be inserted.

**1. [Overflow?]**

If Rear≥N then

Write (‘Queue Overflow’)

Exit

**2. [Increment rear pointer]**

Rear🡨Rear+1

**3. [Insert element]**

Q[Rear]🡨 Val

**4. [Is front pointer properly set?]**

If Front=0 then

Front🡨1

Return

**[Finished]**

Exit

**(2) Algorithm to delete an element from the queue**

**QDELETE (Q, Front, Rear)**

* The Queue is represented by vector Q which contains N elements.
* Front is a pointer which points to the front end
* Rear is a pointer which points to the rear end

**1. [Underflow?]**

If Front = 0 then

Write (‘Queue Underflow’)

Exit

1. **[Delete element]**

X🡨Q [F]

1. **[Queue empty?]**

If Front =Rear

Then Front🡨Rear🡨0

Else Front🡨Front+1

1. **[Return element]**

Return (X)

**Circular Queue**

* A circular queue is a queue in which elements are arranged such that the first element in the queue follows the last element in the queue.
* The arrangement of circular queue is shown in figure below:

![](data:image/png;base64,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)

* Here in the circular queue the first element q[0] follows the last element q[n-1].
* **Disadvantage of simple queue** is that even if we have a free memory space in a queue we cannot use that free memory space to insert element.
* For example consider following operations:
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* As shown in figure we insert three elements 5, 10, 15 in simple queue. After that we delete 5 and 10 as shown in figure. Now even we have a free memory space we cannot use that memory space. So simple queue results in wastage of memory space. This problem can be solved by using circular queue.
* For example consider the following operations:

|  |  |
| --- | --- |
|  |  |

* As shown in 1st figure, we insert eight elements 10, 20,30,40,50,60,70,80 in simple queue. After that we delete 10, 20 and 30 as shown in 2nd figure. Now we have a free memory space in circular queue and we can use that memory space by incrementing rear pointer by 1(rear=0).

**Algorithms for Circular queue Operations**

* 1. **Algorithm to insert element in circular queue.**

**CQINSERT (Q, Front, Rear, N, Val)**

* This function inserts an element in to circular queue.
* The Queue is represented by vector Q which contains N elements.
* Front is a pointer which points to the front end
* Rear is a pointer which points to the rear end
* Val is the element to be inserted.

1. **[Reset rear pointer?]**

If Rear = N-1 then

Rear🡨1

Else

Rear🡨Rear + 1

1. **[Check Overflow]**

If Front=Rear then

Write (“Queue Overflow”)

Exit

1. **[Insert element]**

Q[Rear]🡨Val

1. **[Is front pointer properly set?]**

If Front = -1 then

Front🡨0

Return

* 1. **Algorithm to delete element from circular queue.**

**CQDELETE (Q, F, R)**

* This function deletes an element from circular queue
* The Queue is represented by vector Q which contains N elements.
* F is a pointer which points to the front end
* R is a pointer which points to the rear end

1. **[Check Underflow error]**

If Front = -1 then

Write (“Queue Underflow“)

Exit

1. **[Delete element]**

X=Q[Front]

1. **[Queue empty?]**

If Front = Rear or Front=N-1 then

Front🡨Rear🡨-1

Else

Front🡨Front+1

Return (X)

1. **[Finished]**

Exit

**Priority Queue**

* A queue in which we are able to insert items or remove items from any position based on some priority is known as priority queue.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **R1** | **R2** | **……** | **Ri-1** | **O1** | **O2** | **…….** | **Oj-1** | **B1** | **B2** | **……** | **Bk-1** |
| **1** | **2** | **……** | **1** | **2** | **2** | **……..** | **2** | **3** | **3** | **……** | **3** |

* Figure represents a priority queue of jobs waiting to use a computer
* Priorities of 1, 2, 3 have been attached to jobs of real time, on-line and batch respectively.
* Figure shows how the single priority queue can be visualized as three separate queues.

Priority 1:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| R1 | R2 | ……… | Ri-1 | ….. |

Ri  
Priority 2:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| O1 | O2 | ……… | Oj-1 | ….. |

Oj  
Priority 3:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| B1 | B2 | ……… | Bk-1 | ….. |

Bk

* When elements are inserted, they are always added at the end of one of the queues as determined by the priorities.
* Elements in the second queue are deleted only when the first queue is empty.
* Elements in the third queue are deleted only when the first and second queue are empty.
* There are two types of priority queue(1)Ascending priority queue (2)Descending priority queue.

**Comparison of LIFO and FIFO**

|  |  |
| --- | --- |
| **LIFO** | **FIFO** |
| (1) In LIFO the insertion and deletion operation are performed at only one end. | (1) In FIFO the insertion and deletion operation are performed at two different ends. |
| (2) In LIFO the element which is inserted last is first to delete. | (2) In FIFO the element which is inserted first is first to delete. |
| (3) LIFO require only one pointer called TOP | (3) FIFO requires two pointers called front and rear. |
| (4) Example: piles of trays in cafeteria | (4) Example: students at registration counter |
| (5) In LIFO there is no wastage of memory space. | (5) In FIFO even if we have free memory space sometimes we cannot use that space to store elements. |

* **Write a program to perform stack operation.**

#include<stdio.h>

#include<conio.h>

#define N 5

void main()

{

int s[N],val,op,i,top=-1;

while(1)

{

clrscr();

printf("\nSTACK OPERATION \n");

printf("\n1-PUSH \n2-POP \n3-PEEP \n4-CHANGE \n5-DISPLAY \n6-EXIT \n");

printf("\nSELECT OPERATION :- ");

scanf("%d",&op);

switch(op)

{

case 1:

if(top>=N-1)

{

printf("\nSTACK OVERFLOW");

}

else

{

printf("ENTER VALUE TO PERFORM PUSH OPERATION :- ");

scanf("%d",&val);

top++;

s[top]=val;

printf("VALUE INSERTED...");

}

break;

case 2:

if(top<0)

{

printf("\nSTACK UNDERFLOW");

}

else

{

val=s[top];

top--;

printf("\nPOPED ELEMENT :-%d",val);

}

break;

case 3:

printf("\nENTER POSITION TO SHOW DATA :- ");

scanf("%d",&i);

if(i>0)

{

if((top-i+1)<0)

{

printf("\nSTACK UNDERFLOW");

}

else

{

val=s[top-i+1];

printf("\nDATA AT POSITION %d FROM TOP= %d",i,val);

}

}

else

{

printf("\nINVALID POSITION");

}

break;

case 4:

printf("\nENTER POSTION TO CHANGE THE VALUE :- ");

scanf("%d",&i);

if((top-i+1)<0)

{

printf("\nSTACK UNDERFLOW");

}

else

{

printf("\nENTER NEW VALUE FOR %d POSITION :- ",i);

scanf("%d",&val);

s[top-i+1]=val;

printf("VALUE CHANGED AT THE POSITION %d...",i);

}

break;

case 5:

if(top==-1)

{

printf("\nSTACK IS EMPTY");

}

else

{

printf("\nNOW STACK IS :-\n");

printf("\n top->");

for(i=top;i>=0;i--)

{

printf("%d\n",s[i]);

printf("\t");

}

}

break;

case 6:

exit(0);

break;

default:

printf("\nINVALID CHOICE FOR OPERATION");

break;

}

getch();

}

}

* **Write a program to perform Queue Operation.**

#include<stdio.h>

#include<conio.h>

#define N 5

void main()

{

int q[N],val,op,i,front=-1,rear=-1;

while(1)

{

clrscr();

printf("\nSTACK OPERATION \n");

printf("\n1-PUSH \n2-POP \n3-DISPLAY \n4-EXIT \n");

printf("\nSELECT OPERATION :- ");

scanf("%d",&op);

switch(op)

{

case 1:

if(rear==N-1)

{

printf("\nQUEUE OVERFLOW");

}

else

{

printf("ENTER VALUE TO PERFORM PUSH OPERATION :- ");

scanf("%d",&val);

rear++;

q[rear]=val;

printf("VALUE INSERTED...");

if(front==-1)

front=0;

}

break;

case 2:

if(front<0)

{

printf("\nQUEUE UNDERFLOW");

}

else

{

val=q[front];

if(front==rear)

{

front=-1;

rear=-1;

}

else

{

front++;

}

printf("\nPOPED ELEMENT :-%d",val);

}

break;

case 3:

if(front==-1)

{

printf("\nQUEUE IS EMPTY");

}

else

{

printf("\nNOW QUEUE IS :-\n");

printf("\n front->");

for(i=front;i<=rear;i++)

{

printf("%d\n",q[i]);

printf("\t");

}

}

break;

case 4:

exit(0);

break;

default:

printf("\nINVALID CHOICE FOR OPERATION");

break;

}

getch();

}

}

* **Write a program to perform Circular queue operation.**

#include<stdio.h>

#include<conio.h>

#define N 5

void main()

{

int q[N],val,op,i,j,k,front=-1,rear=-1;

while(1)

{

clrscr();

printf("\nSTACK OPERATION \n");

printf("\n1-PUSH \n2-POP \n3-DISPLAY \n4-EXIT \n");

printf("\nSELECT OPERATION :- ");

scanf("%d",&op);

switch(op)

{

case 1:

printf("ENTER VALUE TO PERFORM PUSH OPERATION :- ");

scanf("%d",&val);

if(rear>=N-1)

{

rear=0;

}

else

{

rear++;

}

if(rear==front)

{

if(rear==0)

rear=N-1;

else

{

rear--;

}

printf("\nQUEUE OVERFLOW");

break;

}

q[rear]=val;

printf("VALUE INSERTED...");

if(front==-1)

front=0;

break;

case 2:

if(front==-1)

{

printf("\nQUEUE UNDERFLOW");

}

else

{

val=q[front];

if(front==rear||front==N-1)

{

front=-1;

rear=-1;

}

else

{

front++;

}

printf("\nPOPED ELEMENT :-%d",val);

}

break;

case 3:

printf("front=%d rear=%d",front,rear);

if(front==-1)

{

printf("\nQUEUE IS EMPTY");

}

else

{

printf("\nNOW QUEUE IS :-\n");

printf("\n front->");

if(front>rear)

{

for(j=0;j<=rear;j++)

{

printf("%d\n",q[j]);

printf("\t");

}

for(k=front;k<=N-1;k++)

{

printf("%d\n",q[k]);

printf("\t");

}

}

else

{

for(i=front;i<=rear;i++)

{

printf("%d\n",q[i]);

printf("\t");

}

}

}break;

case 4:

exit(0);

break;

default:

printf("\nINVALID CHOICE FOR OPERATION");

break;

}

getch();

} }

**IMPORTANT QUESTIONS(Asked question in the GTU Exam)**

1. What is Queue? Explain disadvantages of simple queue.
2. Explain Queue fundamentals with Queue Insertion & deletion algorithms.
3. What is Circular queue? Compare circular queue with normal queue.
4. Write and explain algorithm to insert(PUSH) & delete(POP) element in circular queue.

**OR**

Using array data structure, write an algorithm to insert & delete a data item from the circular queue.

**Inspirational Quote:**

**The secret of success is to know something nobody else knows.**